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An adaptable software quality model

MARA HAJDU-MĂCELARU and IOANA ZELINA

ABSTRACT. Just about everything changes, and so should a software quality model in order to provide a
better understanding of quality for any software product to which this model is applied. Due to the diversity
of software products, a software quality model pattern that can be adapted to different software products and
provide an accurate evaluation of the overall software quality is necessary. This paper presents an adaptable
software quality model which is intended to be used for the quality evaluation of different software products.

1. INTRODUCTION

Measuring and evaluating software quality has become a fundamental task. Many
models have been proposed to support stakeholders in dealing with software quality [14],
[15]. However, in most cases, quality models do not fit perfectly the target application
context. Since approaches for efficiently adapting quality models are largely missing,
many quality models in practice are built from scratch or reuse the high-level concepts
of existing models [15]. The early designs of quality models have followed a hierarchical
approach in which a set of factors that affect quality are defined, with little scope for
expansion [14]. The first quality models were published by Boehm et al.in 1976 [4] and
McCall, Richards and Walters in 1977 [17]. These models used hierarchical decomposition
in order to decompose quality into simpler characteristics and sub-characteristics that
were easier to manage. These models were the predecessors of ISO 9126 (ISO/IEC, 2001),
which in turn was the predecessor of ISO 25010 [18].

2. ADAPTABLE SOFTWARE QUALITY MODEL

The aim of the adaptable software quality model is to allow project managers, deve-
lopers and the entire team involved in the development of a software product, to adapt
the software quality model to their needs, so that, using this model, they would be able to
evaluate the quality of the software product and re-use the same model for other software
products. The first step to create such a model, is to define the type of users that will be
involved in the evaluation of the software quality for a specific projec (project manager,
testers, developers). As we know, all models are based on factors that affect the software
quality [2]. Several quality models have been defined in the literature and all of them con-
tain a set of factors and sub-factors that the author of the model considers important to be
taken into consideration [1], [3], [11], [12]. But these factors stemming from a particular
software quality model may not be of the same importance for all platforms. The fac-
tors that are important on mobile environment may not be important on desktop or web
environment for example. We have here a first type of adaptation of the factors that are
involved in the quality model, the adaptation according to the application type: web app,
desktop app, mobile app. Based on the application type, a list of factors recommended
for that type of application is provided. For each type of application some characteristics
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31
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are more important than the others and should be taken into consideration. The software
quality attributes list is different based on the application type so the user will be able to
agree, or modify the list if he considers he needs to remove or add factors. The recom-
mended list will be based on studies made in the literature related to which factors are
more important for the chosen type of application.

Because quality is a very generic term and depends on the specific of the software pro-
duct that is developed, an adaptive quality model will be very useful. For example, we
may have software products in which the end-user opinion is more important (such as
a scenario whereby a product is made on request by a user). We may have situations in
which the user opinion is not important compared to that of the developer, for example
an application created for aerospace, in which the quality level measured by the deve-
loper should be very high, as the errors or delays may be fatal in real time. Again we
see the need to have an adaptive model depending on which is the most important actor
in evaluating the quality. For this purpose we use a group evaluation criteria based on
importance. By default we will have two groups: team involved and final users and the
importance will be 1 : 1 meaning both groups’ opinion have the same importance. Those
examples show models that use software quality factors based on application type, and
adapt the evaluation of the quality based on group type and its importance. Most of the
existing models use the distribution of the quality factors /sub-factors on levels, layers
or phases of development [5]. Those models are not suitable for an agile development
process where specifications are poor and changes are made at smaller intervals of time.
In this case, it will be a big effort to evaluate quality factors after each change, so a solu-
tion for this issue no matter the process model implemented is needed. For this case, an
adaptive model can be created following five steps:

1. Choose the application type and based on this type a list of factors {f1, f2, . . . , fn}
will be defined.

2. Choose the evaluation groups and their importance {(g1, p1), (g2, p2), . . . , (gm, pm)},
where gi are the evaluation groups and pi their priority, i = 1,m.

3. The project manager will have to add all the state-views and the correlations between
them. For each state-view, the project manager will have to define a priority related to
the specifications. Every application has functionalities that are more important/critical
than others, so, depending on the specifications, each group will have to define a priority
for each functionality. Also, for each state-view the manager will have to define which
attributes from the list defined in Step 2 need to be applied, and their importance. As a
result, the view-state functionality graph G = (V,E) is created, where V = {v1, v2, ..., vk}
is the set of the view-states and the edges between the vertices are given by the relations
between those view-states, those relations being defined by the links in the application.

4. Add for each view-state a priority related to the specifications from 1 to 5, 1-very low
importance, 2-low as importance, 3-medium importance, 4-high importance, 5-very high
importance. These priorities define each view’s importance for the project, as a functiona-
lity. Every project has some main functionalities that are more used, and some functiona-
lities that are not used very often by the end user.

5. Add for each view-state list of attributes the priority that should be taken into con-
sideration for that view-state: 1-very low importance, 2-low as importance, 3-medium
importance, 4-high importance, 5-very high importance (see Figure 1).

For each attribute a method of evaluation is set. Some metrics are provided by de-
fault with a description scheme and reference for a better measurement, but the project
manager can add more metrics or delete the default ones based on the needs and project
particularities. Also, the project manager can associate test plans to be filled to measure
the specific attributes. For each attribute he will define a set of metrics/test plans, their
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FIGURE 1. Interface 1 - adaptable software quality

importance to the attribute evaluated, and the evaluation group in charge of filling the test
plan, or compute the metric. The importance value is: +1 or −1 very low importance, +2
or −2 low as importance, +3 or −3 medium importance, +4 or −4 high importance, +5
or −5 very high importance. The mapping between the attributes of the software quality
model and the metrics is described by associating a list of related and highly related me-
trics with each quality attribute. For each metric, the way it affects the attribute, directly
or indirectly, is known. In case of positive importance value, the metric affects directly the
attribute, otherwise, in case of negative importance value, the metric affects indirectly the
attribute.

FIGURE 2. Interface 2 - adaptable software quality

For each view, the metrics/test plans that should be used for evaluation are defined. It
is also useful to create the relationship chart, to see how attributes relate with each other
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[21]. All attributes relevant for the project are added in the relationship chart as it follows:
if attribute A is directly correlated with attribute B then we set 1 in the relationship chart,
if it is neutral the value is 0 and if it is indirectly correlated the value is −1. This way we
know how the improvement of an attribute affects other attributes.

Each evaluation group will receive the tasks they need to do from the manager, regar-
ding the metrics or test plans (automatic or manual). When the evaluation of a metric is
done, the group will state that the task is finalized and give the information about the re-
sults using their account. The information provided is about how the results should look
percentage or specific value.

FIGURE 3. Interface 3 - adaptable software quality

Based on the information given by the user and the results provided, we will be able to
provide several information related to the quality and guidance on how it can be impro-
ved. The proposed model also solves the situations in which specifications change, in this
case we just need to modify the view-state and update the info related to them and to the
connected view-states.

3. CONCLUSIONS

We defined the specifications for building an adaptable software quality model that
will allow the possibility of enhancing a quality model that adapts to the environment, to
the user importance perspective, to the process development implemented, to the impor-
tance of the functionalities and will also be able to provide real time estimations related
to the software product.
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